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**Описание задания**

Задание лабораторной работы состоит из решения нескольких задач.

Файлы, содержащие решения отдельных задач, должны располагаться в пакете lab\_python\_fp. Решение каждой задачи должно раполагаться в отдельном файле.

При запуске каждого файла выдаются тестовые результаты выполнения соответствующего задания.

**Задача 1 (field.py)**

**Описание задачи**

Необходимо реализовать генератор field. Генератор field последовательно выдает значения ключей словаря.

* В качестве первого аргумента генератор принимает список словарей, дальше через \*args генератор принимает неограниченное количествово аргументов.
* Если передан один аргумент, генератор последовательно выдает только значения полей, если значение поля равно None, то элемент пропускается.
* Если передано несколько аргументов, то последовательно выдаются словари, содержащие данные элементы. Если поле равно None, то оно пропускается. Если все поля содержат значения None, то пропускается элемент целиком.

**Текст программы**

goods = [

    {'title': 'Ковер', 'price': 2000, 'color': 'green'},

    {'title': 'Диван для отдыха', 'price': 5300, 'color': 'black'}

 ]

def field(goods, \*args):

    if len(args) == 0:

        yield None

    for good in goods:

        res = {}

        for a in good:

            if a in args:

                res[a] = good[a]

        yield res

if \_\_name\_\_ == "\_\_main\_\_":

    f1 = field(goods, 'title')

    print(list(f1))

    f2 = field(goods, 'title', 'price')

    print(list(f2))

**Анализ результатов**
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**Задача 2 (gen\_random.py)**

**Описание задачи**

Необходимо реализовать генератор gen\_random(количество, минимум, максимум), который последовательно выдает заданное количество случайных чисел в заданном диапазоне от минимума до максимума, включая границы диапазона.

**Текст программы**

import random

def gen\_random(num\_count, begin, end):

    for i in range(num\_count):

        yield random.randint(begin, end)

    # Необходимо реализовать генератор

if \_\_name\_\_ == "\_\_main\_\_":

    print(\*gen\_random(5,1,3))

**Анализ результатов**
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**Задача 3 (unique.py)**

**Описание задачи**

* Необходимо реализовать итератор Unique(данные), который принимает на вход массив или генератор и итерируется по элементам, пропуская дубликаты.
* Конструктор итератора также принимает на вход именованный bool-параметр ignore\_case, в зависимости от значения которого будут считаться одинаковыми строки в разном регистре. По умолчанию этот параметр равен False.
* При реализации необходимо использовать конструкцию \*\*kwargs.
* Итератор должен поддерживать работу как со списками, так и с генераторами.
* Итератор не должен модифицировать возвращаемые значения.

**Текст программы**

# Итератор для удаления дубликатов

from gen\_random import gen\_random

class Unique(object):

    def \_\_init\_\_(self, items, \*\*kwargs):

        self.\_data = items

        self.\_ignore\_case = kwargs["ignore\_case"] if "ignore\_case" in kwargs.keys() else False

    def \_\_next\_\_(self):

        res = []

        for temp in self.\_data:

            temp = temp.lower() if type(temp) == str and self.\_ignore\_case else temp

            if temp not in res:

                res.append(temp)

        return res

    def \_\_iter\_\_(self):

        return self

if \_\_name\_\_ == "\_\_main\_\_":

    data = [1, 1, 1, 1, 1, 2, 2, 2, 2, 2]

    print(Unique(data).\_\_next\_\_())

    data = gen\_random(10, 1, 3)

    print(Unique(data).\_\_next\_\_())

    data = ["a", "A", "b", "B", "a", "A", "b", "B"]

    print(Unique(data).\_\_next\_\_())

    print(Unique(data, ignore\_case=True).\_\_next\_\_())

**Анализ результатов**

![](data:image/png;base64,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)

**Задача 4 (sort.py)**

**Описание задачи**

Дан массив 1, содержащий положительные и отрицательные числа. Необходимо **одной строкой кода** вывести на экран массив 2, которые содержит значения массива 1, отсортированные по модулю в порядке убывания. Сортировку необходимо осуществлять с помощью функции sorted.

Необходимо решить задачу двумя способами:

1. С использованием lambda-функции.
2. Без использования lambda-функции.

**Текст программы**

data1 = [4, -30, 100, -100, 123, 1, 0, -1, -4]

def res(data):

    res = sorted(data, key=abs, reverse = False)

    print(res)

def res\_with\_lambda(data):

    result\_with\_lambda = sorted(data, key=lambda n: n\*n, reverse = True)

    print(result\_with\_lambda)

if \_\_name\_\_ == '\_\_main\_\_':

    res(data1)

    print('=====================')

    res\_with\_lambda(data1)

**Анализ результатов**

![](data:image/png;base64,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)

**Задача 5 (print\_result.py)**

**Описание задачи**

Необходимо реализовать декоратор print\_result, который выводит на экран результат выполнения функции.

* Декоратор должен принимать на вход функцию, вызывать её, печатать в консоль имя функции и результат выполнения, после чего возвращать результат выполнения.
* Если функция вернула список (list), то значения элементов списка должны выводиться в столбик.
* Если функция вернула словарь (dict), то ключи и значения должны выводить в столбик через знак равенства.

**Текст программы**

def print\_result(func):

    def wrapper():

        print(func.\_\_name\_\_)

        f = func()

        if type(f) == dict:

            for i in f:

                print(i, '=', f.get(i))

            return 0

        if type(f) == list:

            print(\*f, sep="\n")

            return 0

        else:

            print(f)

    return wrapper

@print\_result

def test\_1():

    return 1

@print\_result

def test\_2():

    return 'iu5'

@print\_result

def test\_3():

    return {'a': 1, 'b': 2}

@print\_result

def test\_4():

    return [1, 2]

if \_\_name\_\_ == '\_\_main\_\_':

    test\_1()

    test\_2()

    test\_3()

    test\_4()

**Анализ результатов**
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**Задача 6 (cm\_timer.py)**

**Описание задачи**

Необходимо написать контекстные менеджеры cm\_timer\_1 и cm\_timer\_2, которые считают время работы блока кода и выводят его на экран.

cm\_timer\_1 и cm\_timer\_2 реализуют одинаковую функциональность, но должны быть реализованы двумя различными способами (на основе класса и с использованием библиотеки contextlib).

**Текст программы**

**Анализ результатов**

**Задача 7 (process\_data.py)**

**Описание задачи**

* В файле [data\_light.json](https://github.com/ugapanyuk/BKIT_2021/blob/main/notebooks/fp/files/data_light.json) содержится фрагмент списка вакансий.
* Структура данных представляет собой список словарей с множеством полей: название работы, место, уровень зарплаты и т.д.
* Необходимо реализовать 4 функции - f1, f2, f3, f4. Каждая функция вызывается, принимая на вход результат работы предыдущей. За счет декоратора @print\_result печатается результат, а контекстный менеджер cm\_timer\_1 выводит время работы цепочки функций.
* Предполагается, что функции f1, f2, f3 будут реализованы в одну строку. В реализации функции f4 может быть до 3 строк.
* Функция f1 должна вывести отсортированный список профессий без повторений (строки в разном регистре считать равными). Сортировка должна игнорировать регистр. Используйте наработки из предыдущих задач.
* Функция f2 должна фильтровать входной массив и возвращать только те элементы, которые начинаются со слова “программист”. Для фильтрации используйте функцию filter.
* Функция f3 должна модифицировать каждый элемент массива, добавив строку “с опытом Python” (все программисты должны быть знакомы с Python).
* Функция f4 должна сгенерировать для каждой специальности зарплату от 100 000 до 200 000 рублей и присоединить её к названию специальности.

**Текст программы**

import json

from print\_result import print\_result1

from cm\_timer import cm\_timer\_1

from gen\_random import gen\_random

from unique import Unique

path = "C:/Users/Dima/Documents/tasks\_c++/Python/Laba3/lab\_python\_fp/data\_light.json"

with open(path, encoding="utf8") as f:

    data = json.load(f)

def f1(arg):

    return sorted(Unique([i["job-name"] for i in arg], ignore\_case=True).\_\_next\_\_())

def f2(arg):

    return list(filter(lambda n: "программист" == n.split()[0].strip(), arg))

def f3(arg):

    return list(map(lambda n: n + " с опытом Python", arg))

@print\_result1

def f4(arg):

    randres = gen\_random(len(arg), 100000, 200000)

    res = list(zip(arg, randres))

    return [x[0] + ", зарплата " + str(x[1]) + " руб." for x in res]

if \_\_name\_\_ == '\_\_main\_\_':

    with cm\_timer\_1():

        f4(f3(f2(f1(data))))

**Анализ результатов**

![](data:image/png;base64,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)